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#### Abstract

Completability is a key aspect of procedural level generation. In this work, we present a constraint-based approach to level generation for 2D tile-based games that simultaneously generates a level and an example playthrough of the level demonstrating its completability. The approach represents game mechanics as tile rewrite rules, which allows a variety of games and mechanics (beyond simple pathfinding) to be incorporated. The mechanics are represented as constraints in the same problem along with the constraints used to generate the level itself. Thus, the solution to the constraint problem contains both a level and a playthrough of the level. We demonstrate the flexibilty of the system and of tile rewrite rules in several applications, including lock-and-key dungeons, platformers, puzzles, and match-three style games.
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## 1 INTRODUCTION

When procedurally generating levels, it should be possible for players to complete generated levels. In this work, we present a constraint-based approach to level generation for 2D tile-based games that ensures generated levels are completable and supports a variety of game mechanics. Along with level design constraints, the system encodes the game mechanics themselves as constraints, and thus by solving a single constraint problem, simultaneously generates a level and an example playthrough of the level demonstrating its completability.

[^0]The system extends the existing Sturgeon system [3] by adding support for timesteps that can represent gameplay as changes to the tiles over time. The system represents game mechanics as tile rewrite rules. The rewrite rules in this work are directly inspired by Maxim Gumin's recent work on MarkovJunior [10] (the system's name began as an abbreviated form of MarkovIII). However, the tile rewrite rules are similar to "graphical rewrite rules" used in some visual programming environments [5, 21, 31].
Rewrite rules represent what kind of moves can be made in the game. For example, if an @ tile represents the player, and a
tile represents an empty space, allowing @ - to be rewritten with @ could represent the player moving into an empty space. Further, if an \& tile is the player holding a key, and a \% is a key, a rule rewriting @ \% with - \& could be the character picking up the key. More complex games and mechanics can be built up this way.

We describe the system and how it organizes rewrite rules to include mechanics for players, interactive objects, enemies, and simple physics. We show how the system can reproduce and extend an example from MarkovJunior. We demonstrate applications in a variety of games, including lock-and-key dungeons, platformers, puzzles, and match-three style games. We provide some timing information to show how long it takes to generate levels with playthroughts of the complexity shown.

## 2 RELATED WORK

In research in procedural content generation [22], there have been many approaches taken towards ensuring that generated levels are completable.
One technique is a "generate-and-test" approach, where potentially uncompletable levels (or parts of levels) are generated, and then are evaluated or filtered for completability in a postprocessing step. Completability testing is often done by a gameplaying agent [ $1,25,30$ ]. Search-based approaches [27] to level generation can incorporate completability into their objective functions, or employ approaches such as Feasible-Infeasible Two-Population to improve search for completable levels [29, 32].

Rather than only testing generated levels for completability, some work attempts to repair levels that are not completable to make them so. Zhang et al. [33] used mixed integer linear programming to repair dungeon levels and Cooper and Sarkar [4] used pathfinding agents that could modify platformer levels to make them completable. Jain et al. [13] used autoencoders that could attempt to repair platformer levels.

Some grammar-based approaches take a more constructive approach, creating grammars that ensure that generated levels are completable. Font et al. [8] use grammars that ensured completable


Figure 1: Example playthroughs and two additional final timesteps generated by mkjr-walk. Outlined tiles show tiles rewritten from previous timestep.


Figure 2: Example playthroughs and two additional final timesteps generated by mkjr-walk-thru. Outlined tiles show tiles rewritten from previous timestep.
generated dungeons. Dormans and Bakkes [7] used transformation rules on keys and locks in mission graphs that ensured missions stayed completeable.

More closely related to our work are techniques that generate levels using constraints and encode completability as additional constraints. However, this is often limited to pathfinding. For example, Nelson and Smith [18] encode constraints that simple mazes are solvable. The original Sturgeon system [3] supports constraints that there is a path between the start and goal of generated levels for a variety of player movement types. In an educational puzzle game, Smith at al. applied custom approaches to constraining solvable puzzle generation [23].

Graphical and pixel rewrite rules have been used to represent changes in simulations, games, and images. For example, Furnas' BITPICT system [9] used rewrite rules to edit bitmap images. Systems such as Agentsheets [21], Stagecast Creator/Cocoa/KidSim [5], and PatternProgrammer [31] have incorporated graphical rewrite rules, often aiming to make programming education more approachable. The PuzzleScript [15] game engine incorporates tile rewrite
rules, and has been used in work on generating games and levels [14, 17].

Tile rewrite rules have also been used for generation of the levels themselves; notable Gumin's MarkovJunior work [10]. Van Rozen and Heijn also used a 'grammar' of tile rewrite rules to generate dungeon rooms [28]. This use of tile rewrite rules for level generation can be viewed similarly to generating levels via grammars [7] or transformations [6].

## 3 SYSTEM OVERVIEW

The goal of the system, Sturgeon-MKIII, is to generate levels with example playthroughs via constraint satisfaction problems. Mechanics are represented as rewrite rules, specifying how tiles can change from one timestep to the next. They consist of a left-hand side (LHS) and a right-hand side (RHS). If the LHS of a rule is present in one timestep, it can possibly be rewritten with the RHS of the rule in the next timestep - although different groupings and orderings (discussed below) impact how rules can be applied.


Figure 3: Example levels and playthroughs generated by soko. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.


Figure 4: Example levels and playthroughs generated by lock. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.

Each timestep has its own set of variables for each location and possible tile at that location. Constraints on the initial design of the level are applied to the first timestep, and constraints on the level being completed can be applied to the final timestep. The rewrite rules are translated into constraints on how the tiles can change from one timestep to the next; any tiles that are not part of a change remain the same. In this way, the entirety of the level generation, how the tiles can move to play the level, and the level being completed by the end, are encoded into a single constraint problem. The solution is a series of levels, the first of which is the level itself, and the rest provide an example playthrough of that level being completed. Note that the playthough does not have to be the shortest or optimal in some way.

In this work, rewrite rules are limited to being zero-dimensional (i.e. rewriting of individual tiles) or one-dimensional (i.e. rewriting of tiles along a line going north, south, east, or west, represented by N, S, E, or W). For example, a one-dimensional rule with a LHS of @ - and a RHS of - e that can go in all four directions (NSEW), could represent the player moving their character to a neighboring blank space. A one-dimensional rule with a LHS of 7 - and a RHS of - 7 going only EW could represent allowing a player to only move a piece to the side, while a rule with the same LHS 7 - and

RHS - 7 , that goes only $S$ could represent pieces falling. A zerodimensional rule with LHS of and RHS of 1 could represent the player placing a piece.

The system can organize individual rewrite rules into rule groups, which determine how a set of rules should be applied during a timestep. The current rule group types are:

- choice: Exactly one rule from the group must be applied. This is useful for representing player moves, where the player can decide from different options.
- all: All rules that can be applied must be. This is useful for representing game systems such as enemies or physics that can all act at once.
Further, rule groups can be organized into rule orders, which specify which rule groups should be used over multiple timesteps. The current rule order types are:
- single: There is just one rule group.
- sequential: There are multiple rule groups, and they are applied sequentially on each timestep. The first group is applied on the first timestep, the second group on the second timestep, and so on. Once there are no more groups, they


Figure 5: Replacement rules (directions, LHS, and RHS) for selected examples. In mkjr-walk and mkjr-walk-thru, the choice rules represent the * moving while clearing a path. In lock, the groups represent the player choice of actions and all the enemies moving. Using sequential ordering the player and enemies alternate turns. In match, groups represent all pieces falling, all matches being cleared, and the player's choice of move. With priority order, for example, the player cannot move while pieces are falling.

| App. | Med. | Max. |  | App. | Med. | Max. |
| :--- | ---: | ---: | :--- | :--- | ---: | ---: |
| mkjr-walk | 3 | 8 |  | plat | 14 | 23 |
| mkjr-walk-thru | 18 | 59 |  | vvv | 8 | 12 |
| soko | 4 | 9 |  | match | 89 | 173 |
| fill | 12 | 33 |  | doku | 116 | 454 |
| lock | 18 | 67 |  |  |  |  |

Table 1: Level with playthrough generation times (in seconds). Median and maximum times given for 25 of each application.
are started over from the beginning. For example, this can allow the player and enemies to alternate moves.

- priority: There are multiple rule groups, and only the rule group with the highest priority that can be applied at each timestep is. If the first rule group can be applied it is, and none of the following are; if it cannot, and the second rule group can be, it is applied and none of the following are, and so on. For example, this can prevent the player from moving until some other sequence of changes is complete.

In addition to rewrite rules, the system also takes the width and height of the level to be generated, as well as the maximum number of timesteps allowed for the playthrough.

It is possible to optionally allow early termination of rules. This allows changes to stop being applied before the final timestep; however, once a playthough has terminated no further changes can be applied.

For the constraint problem setup, in addition to using standard Sturgeon tile variables and some standard constraints in timestep 0 (which are described in prior work [3], along with Sturgeon's mid-level solver API), the constraint problem is extended with the following variables (using Sturgeon's MaкeVar):

- A variable is made for each possible tile, at each location, at each timestep.
- If the rule group ordering is priority, a variable is made for each priority group for each timestep (other than the last) to determine which group is used in that timestep.
- If early termination is allowed, a variable for each timestep (other than the first) that it is terminal (i.e. the playthrough has ended and no more changes are made).
Sturgeon's MakeConj is used to make conjunctions of variables:
- For each timestep (except the last), for each rule, a conjunction is made of the LHS tile variables (representing that the LHS is present).
- Across each timestep, for each rule, a conjunction is made of both the LHS tile variables in a timestep and the RHS tile variables in the next timestep (representing that the rule has been applied).
Sturgeon's CnstrCount and CnstrImpliesDisj are used to add constraints. If using single or sequential group ordering, only the relevant rewrite rules are available to be applied each timestep. If using priority group ordering, all rules are available, and the priority variables are used to determine which group is used. Constraints are applied at each timestep (except the first or last where not needed):
- Exactly one tile at each location is True.


Figure 6: Example levels and playthroughs generated by fill. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.


Figure 7: Example levels and playthroughs generated by vvv. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.


Figure 8: Example levels and playthroughs generated by plat. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.

- If early termination is allowed, a timestep being terminal implies the following timestep is also terminal.
- If using priority group ordering, a priority group has been applied if and only if one if its rules has been applied.
- If using priority group ordering, exactly one of any priority group being applied, or the next timestep being terminal, must be True.
- For a choice rule group, exactly one of any rule being applied, the next timestep being terminal, or a higher-priority group being applied must be True.


Figure 9: Example levels and playthroughs generated by match. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.

- For an all rule group, for every change that can be applied (determined using the LHS pattern conjunctions), it must be applied, or the next timestep must be terminal, or a higherpriority group must be applied; and, at most one of the change being applied, the next timestep being terminal, or a higher-priority group must being applied can be True.
- Every tile at every location must either keep its value in the next timestep or be part of a change.

Individual applications (described below) can apply their own additional constraints:

- The "level design" constraints from Sturgeon can be applied in timestep 0. However, in this work we do not use Sturgeon's default tile count or reachability constraints to generate levels, and only some applications discussed use patterns learned from example levels.
- Applications can apply additional constraints on level generation in the first timestep, as well as other constraints throughout timesteps.
- Applications can add constraints that the level is solved in the last timestep.

Regarding these additional constraints, for example, a specific tile at a specific location and timestep can be required by using CnstrCount to constraint its varible to True, or a certain number (or range) of a specific tile begin present in a timestep using $\mathrm{CN}^{-}$ strCount on all the variables for that type of tile in the timestep. Requiring distances between types of tiles can be accomplished by using CnstrImpliesDisj to constrain a tile being present at a location to imply another type of tile is not present at all nearby locations. Requiring a tile to "move" uses CnstrImpliesDisj to make a tile being present at a location in the first timestep imply that is is not present at that location in some subsequent timestep.

## 4 APPLICATIONS

Here we describe applications of the system to several different games. The games are meant to be small examples that explore some of the breadth of mechanics that are possible to represent and solve using rewrite rules. The first two applications emulate and extend MarkovJunior's self-avoiding walk example.
For each application, 25 levels with playthroughs were generated. As all constraints were hard, we used Sturgeon's low-level portfolio solver consisting of three instances of PySAT's [12] MiniCard [16] solver. Timing information is given in Table 1. Example levels and playthroughs in figures were selected for demonstrating the output of the systems. Generation parameters were selected to be able to run in a short time, generally less then a few minutes. Full rewrite rules and generated examples, including playthrough animations, are available at https://osf.io/sbew9. Selected example rewrite rules are shown in Figure 5.

- mkjr-walk: This application is based on the self-avoiding walk example from MarkovJunior [10]. This illustrative application does not produce a game level, but just a random walk. The levels are $15 \times 15$ with 40 timesteps, with no early termination. The level is constrained to start completely solid except for one location with a "player" * , which has the choice to move in any direction. There is one single rewrite rule group (it is choice, but there is only one rule) allowing the player to move. Generated examples are given in Figure 1.
- mkjr-walk-thru: This application builds on the mkjr-walk application, but with additional tiles and choice rules (in the single group) for tiles $\$$ that the walk must pass through (placed in the other corners) and a tile $\circ$ it must end at (placed opposite the start). In the final timestep these must be removed. This demonstrates controllabilility over the walk generated. Generated examples are given in Figure 2.
- soko: An application inspired by the game Sokoban [26]. MarkovJunior [10] also presents a Sokoban-like example. The player @ has to push crates \# around the level into slots $\circ$. The levels


Figure 10: Example levels and playthroughs generated by doku. The first three show initial timesteps for a playthrough; the third shows a partial playthrough. Outlined tiles show tiles rewritten from previous timestep.
are $8 \times 8$ with 20 timesteps and early termination. The generated level must contain one player, two crates, and two slots. There must also be a solid border around the level. There are additional constraints to have the area around the crates clear and prevent the from starting too close to the slots. There must be no crates left at the end. There are is a single choice rule group for the player to move, push crates, and push crates into slots. Generated examples are given in Figure 3.

- lock: An application of a top-down dungeon-style game. The player @ has to avoid enemies + , collect a key \% to open a door $:$, and reach the exit $\circ$. The lock-and-key mechanic is accomplished by changing the player's tile (to \&) when they collect the key, and only allowing the door to be opened by the player tile with the key. The levels are $8 \times 10$ with 31 timesteps and early termination. Levels have patterns learned from an example; different floor tiles are used to make sure the player and exit start in different rooms. The level must have one player, exit, key, door, and two enemies. Enemies are constrained to start near other tiles of interest and move during the playthrough (so they are not placed off by themselves), the level must have be somewhat solid. The exit must be entered at the end. There are two sequential rule groups, one choice for the player and one all for the enemies. Generated examples are given in Figure 4.
- fill: A top-down game where the player slides until they hit a wall (e.g. Tomb of the Mask [11]). As the player moves they change the floor tile from an 'empty' tile to a 'filled' tile. A different tile is used for the player depending on the direction they are going. The levels are $8 \times 8$ with 50 timesteps and early termination. There must be one player, no filled tiles, a solid border, and some empty floor tiles. At the end there must be no empty floor tiles and the player. There is a single choice rule group for player movement and filling. Generated examples are given in Figure 6.
- vvv: A gravity-switching side-view game inspired by VVVVVV [2]. The player can move left and right and switch gravity when standing. They must avoid a patrolling enemy and spikes and reach the exit. A different tile is used for the player depending on the
direction of gravity. The levels are $9 \times 14$ with 47 timesteps and early termination. Levels have patterns learned from an example. There must be one player and exit on opposite sides. There must be two enemies and at least four spikes. The exit must be entered at the end. There are three sequential rule groups, one choice for the player, one all for the enemies, and one all for the "physics" of the player moving due to gravity. Generated examples are given in Figure 7.
- plat: A platform-style game inspired by Super Mario Bros. [19], with enemies the player can defeat from above and bonus blocks they can collect by hitting from below. Jumps are accomplished by using a different tile for the player depending on how much upward motion remains in the jump. The levels are $8 \times 12$ with 40 timesteps and early termination. Levels have patterns learned from an example. There must be one player and one exit on opposite sides, and two enemies and one bonus block. The exit must be entered at the end, and the enemies defeated and bonus collected. There are three sequential rule groups, one choice for the player, one all for the enemies, and one all for the "physics" of the player moving due to jumps or gravity. Generated examples are given in Figure 8.
- match: A match-three style game where the player can swap tiles around, groups of three matching tiles are removed, and tiles with nothing under them fall. The levels are $8 \times 6$ with 20 timesteps and early termination. The level has constraints such as the number of blanks and tiles of each type, and should not start with three in a row. All matchable tiles must be cleared at the end. There are three priority rule groups, in order of priority: one all for tiles falling, one all for removing matches, and one choice for the player. Generated examples are given in Figure 9.
- doku: The game Sudoku, where the numbers 1 through 9 must be placed in a grid so each row, column, and $3 \times 3$ box contains all nine numbers. However, this example is meant to generate "easy"Sudoku puzzles, where it is possible to solve the puzzle by only making moves where the move is fully determined by a missing number in a box having only one possible location, based on the other rows and columns in that box being ruled out. It takes advantage of the
flexibility of the system to add additional variables and constraints on each move made to do this. The levels are $9 \times 9$ with 25 timesteps; and early termination is not allowed. There are constraints on the symmetry and number of blanks in the initial level. Each timestep along the playthrough must be valid, and the grid must be filled in correctly at the end. There is a single choice rule group for placing numbers. Generated examples are given in Figure 10.


## 5 DISCUSSION

Regarding timing and scalability, in this work we presented relatively small levels with few timesteps that could be generated fairly quickly. For example,doku puzzles had only 25 blanks. However, this may suffice for puzzle games such as soko. The system may work best for smaller puzzle games with short, but involved, solutions. Scalability to larger problems may require future work.

Some of the applications (e.g. plat and $v v v$ ) had relatively low variety in their generated levels. This may be a consequence of the example levels and patterns used to generate them, and it is possible more extensive training examples, or more flexible patterns, would expand the potential levels.

During the development process, we found that the solver would often prefer to generate levels with very short, simple solutions. Thus several of the examples have constraints on, for example, placement of tiles in the initial timestep, to try to prevent these types of levels. More general approaches to preventing undesirable solutions [24] would be useful.

## 6 CONCLUSION

In this work, we presented a constraint-based system for generating 2D tile-based levels and playthroughs in a variety of games. The system models mechanics as tile rewrite rules and encodes them into constraints in the same problem as level generation. With this approach, generated levels are completable.

There is also more to explore with using rewrite rules as game mechanics. We would like to explore (graphical) tools for authoring and games whose mechanics are defined by rewrite rules, with support from a solver that could, for example, be used to check the completability of hand-authored levels.

In this work the rewrite rule structure was limited, which in turn limited the complexity of the games. We would like to explore more flexible rewrite rules, such as 2D rules or the use of wildcards, to allow creation of more complex games. It would also be interesting to explore such a system in 3D using voxels.

It might be promising to explore constraint-based approaches to level generation with more continuous physics. We note that although a tile-and-turn based platformer may seem unusual, there do exist some games in this style, such as Turn Undead [20].

Since the system generates an example playthrough of the level, it may be useful for tutorial or training purposes. For example, the playthrough could be used in-game to demonstrate to a player how to solve the level if they get stuck.
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