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Abstract
When generating game levels, it is desirable for them to be com-
pletable. Depending on the designer’s goals, it may also be desir-
able to generate levels without softlocks. A softlock is a situation
where the player has not won or lost, but cannot make progress
toward the goal, and is thus stuck (unless they reset, or possibly
lose the level). In this work we present a constraint-based approach
to generating 2D tile-based levels that are completable and do not
have areas where the player can get stuck. The approach uses a
constraint-based reachability categorization of locations during
level generation. This categorization can be used to prevent soft-
locks by ensuring that all locations reachable going forward from
the start of the level are also reachable going backward from the
goal, unless they are sinks (areas where the player will inevitably
lose the level, e.g. falling off the bottom). Using this approach, it is
also possible to intentionally generate levels with softlocks and to
repair levels to remove softlocks.
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1 Introduction
A popular application of procedural content generation [34] is the
automated generation of video game levels. When generating levels
automatically, it is generally desirable that they be completable —
that is, it should be technically possible for a player to complete the
level. In a game where the player navigates through the level, for
example, this would mean that there is some path from the start to
the goal. There are many approaches to ensuring completability,
such as having an agent test [43] or repair [46] a level after it is
generated, or constraining a level to be completable [7].

Although checking (or constraining) that a solution exists will
confirm that a level is completable, it may still be possible for the
player to get stuck in some way if they stray from the solution
path. This situation is often referred to as a softlock: the player has
not won or lost, but it is no longer possible to complete the level.
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That is, even if the level can be completed when starting from the
beginning, it may not be possible to complete from all the places
it is possible to get to. Game players have long been interested in
softlocks, and if the games they are playing have them. For example,
the “Cruelty Scale” gives games a rating from “Merciful” to “Cruel”
based on if it is possible to get stuck, and how obvious it is that this
will happen (or has already happened) [32].

In this work, we developed a constraint-based approach to gen-
erating 2D tile-based levels where the player cannot get softlocked
while navigating. It was developed using the Sturgeon constraint-
based level generation system [7]. At a high level, we integrate
constraints that categorize locations in the level as forward reach-
able (reachable by going forward from the start — i.e. all those
locations that the player can get to), backward reachable (reachable
by going backward from the goal — i.e. all those locations from
which it is possible to complete the level), and sink (locations at
which the player will inevitably lose the level by reaching a haz-
ard). The constraints are based on a Sturgeon’s reachability graph
through the level that specifies how the player can move through
the level for a given game.

With this location categorization, additional specialized con-
straints can be added to produce levels with desired properties. For
example, to generate a level where the player cannot get stuck in
a softlock, we constrain that all forward reachable locations that
are not sinks are backward reachable — that is, if a player can get
somewhere in the level, they can either still get to the goal from
there, or they will inevitably lose the level.

While levels without softlocks may be generally desirable, de-
signers may have other objectives for their levels. For example, in
“masocore” games designed to challenge players with high difficulty
[22], softlocks, or even impossible levels, may be desirable. Thus
we also explored generating levels with softlocks and impossible
levels using our approach.

Since our approach is using reachability, we are only considering
softlocks based on player movement, and not other possible game
mechanics such as, e.g. powerups. Also, situations where the player
cannot move at all, but has not yet lost, we consider to be softlocks,
although sometimes this may be distinguished as a separate kind
of lock (e.g. deadlock).

We applied the approach to three different games with different
types of movement: driller, a game where the player digs down
through dirt; slide, a game where the player slides on ice; and
mario, a platformer. We compared to the prior-used path-based
completability. We found the new reachability approach is flexible
enough for a variety or applications, although we found it to take
up to 5 times longer on average to generate levels without softlocks,
and even slower for specific applications. We also found that in
most cases, it appears to increase the range of levels generated.
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Figure 1: Pattern and reachability templates used in this work. Pattern templates are used to learn tile patterns from example
levels. Each input tile constraints the associated output tiles to match those seen in the example level. Reachability templates
determine edges in the reachability graph of the level. An edge is considered traversable if the desired configuration of open
and closed tiles is met. Not all parts of reachability templates are shown.

The contributions of the this work include: a constraint-based
formulation of categorizing types of reachability in a 2D tile-based
levels; a demonstration of using these categorizations for various
effects, including preventing softlocks; and an application of these
to different games.

2 Related Work
2.1 Procedural Content Generation
There has a been a wide breadth of research in procedural con-
tent generation [34]. Most closely related to our current work
are constraint-based approaches to generating levels. Since our
approach can learn tile patterns from example levels, it is also
related to procedural content generation via machine learning tech-
niques [39]. Research in softlocks and games is discussed more in
the subsequent subsection.

When generating levels using constraint solving, Answer Set
Programming has proven popular [23, 30, 35]. Additionally, search-
[13], sampling- [37], and SAT-based [7] approaches are used. Some
work has looked at using constraints to prevent undesirable solu-
tions in generated levels [36]. Recently, the popularity of the Wave-
FunctionCollapse algorithm [17] has motivated techniques that
learn tile neighborhood constraints from example levels [7, 23, 24].

Completabilty of levels has also received much attention in level
generation research. Rather than ensuring it is not possible to get
stuck entirely, this work usually considers just ensuring a single
path through the level exists. A common approach is using generate-
and-test with an agent, potentially incorporating completability by
the agent into a search’s objective function [37, 43]. Some constraint-
based approaches have been taken [7, 30] as well as using a generate-
and-repair approach [10, 46].

2.2 Detecting Locks
In the domain of testing and analyzing software systems (often
concurrent software), there has been much work on the use of both
forward and backward reachability [19]. This includes checking for
situations where tasks can become permanently blocked [42]. In
these approaches, it is often desired to determine if a system will
reach some undesirable (or unsafe) state. Generally, the approach
is to check if any undesirable states are forward reachable from

starting states, or, if starting states are backward reachable from
any undesirable states [29, 38]. Some work in this are has used back-
ward reachability to determine program states with the “liveness”
property [1], where liveness is generally considered that ‘something
good’ eventually happens [3]. In addition, some work has looked
at comparing or combining forward and backward reachability
[29, 31, 38, 44]. Since in our work we are using a constraint solver
to check properties of a finite number of steps of a system, it may
be considered related to bounded model checking [5].

Work in planning also considers generating plans using forward
and/or backward approaches, roughly described as either searching
forward from a starting state or searching backward from a goal
state [27]. Some planning work has looked at combining both forms
of search [16].

Our work might be considered to be using backward analysis
from the goal (and sink analysis) to identify the undesirable states
(i.e. those that are neither backward reachable nor sink), combined
with forward analysis to make sure these states are not reachable
from the start.

As players getting into a situation where they are can still play
but not complete the level (i.e. a softlock) is usually considered
undesirable and a bug in the game [11],there has been some work
specifically in games in detecting softlocks (or relatedly, deadlocks).
Some approaches use models of the games to look for bugs, includ-
ing Petri nets [2, 33], hyperstate space graphs [6], and computation
tree logic [28]. Similarly, there has been recent work in automated
playtesting [14, 18], using agents to check for potentially undesir-
able states in levels, including specifically looking for places where
the player can get stuck [4, 15, 45].

These game-related approaches are usually applied to levels that
have already been created, often by a human designer, whereas our
approach integrates the prevention of softlocks directly into the
level generator. Some recent work has, though, taken softlocks into
consideration when constructively generating levels [26].

3 Methodology
3.1 Sturgeon
This work is based on Sturgeon [7], a system for constraint-based
generation of 2D tile-based levels. Here we describe the system’s
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features most relevant to the current work. At a high level, Sturgeon
takes in a variety of design constraints on the level to be generated,
translates them down to a constraint satisfaction problem (generally
using Boolean variables), uses a constraint solver (e.g. SAT solver) to
solve the problem, and then uses the solution to make the generated
level. Using this approach, many constraints can be added on top
of the base level generation constraints.

Sturgeon can learn to generate levels with local arrangements of
tiles similar to an example level using pattern templates. A pattern
template describes the relationship between input and output tiles
that must be maintained: for an input tile at a particular location in
a generated level, the related output tiles must have been seen in
the example level. Given a pattern template and an example level,
relevant arrangements of tiles are extracted and used to constrain
the generated level. The pattern templates used in this work are
shown in Figure 1. The nbr-2 pattern template requires that the
tiles on the left and bottom must have been in the example level;
the ring pattern template requires that all eight neighboring tiles
must have jointly been in the example level.

To represent movement for a game, Sturgeon uses a reachability
template. For the purposes of basic reachability, tiles are considered
open (the player can move through them) or closed (the player can-
not move through them). A reachability template describes how the
player can move through the level, given a relative local arrange-
ment of open and closed tiles. For a specific level to be generated,
the template is used to construct a reachability graph: a directed
graph, where nodes are locations, and edges represent potential
moves the player might make. An edge whose arrangement of open
and closed nodes (i.e. locations) is matched is considered traversable
and could be part of a valid path through the level. The reacha-
bility templates used in this work are shown in Figure 1; they are
described below with the games they relate to.

3.2 Reachability Categorization
The primary addition to Sturgeon in this work is a constraint-based
categorization of the reachability of locations in a level, as it is being
generated. This constraint problem is included in the same overall
constraint problem used to generate the level. The basic location
categories are forward reachable — possible to reach going forward
from the start — and backward reachable — possible to reach going
backward from the goal.

This categorization is done by using constraints to set up a graph-
based “search” using the reachability graph of the level. The search
is formulated as a constraint satisfaction problem such that the
solution to the problem represents the results of the search. To
use a constraint problem in which the number of variables and
constraints cannot be changed while solving, the search is set up
to a fixed depth, by essentially unrolling the search into a fixed
number of layers, with each layer representing one iteration of the
search. So in the first layer of forward reachability search, only the
start location is reachable; in the second layer, locations forward
reachable from the start are reachable and all others are not; in
the third, locations forward reachable from those reachable in the
second layer are reachable but others are not, and so on. Backward
reachability search is similar, except edges are followed backward
from the goal.

time range
med. max. med. max.

driller

Prior path reachability 0.17s 0.33s 0.25 0.47
Without softlocks 0.53s 0.82s 0.27 0.42
With softlocks 0.51s 0.61s 0.28 0.41
With softlocks, disc. sinks 0.55s 0.81s 0.26 0.39
Impossible 0.50s 0.68s 0.31 0.46
Application: counts 0.67s 2.24s 0.22 0.32
slide

Prior path reachability 0.18s 0.27s 0.25 0.39
Without softlocks 1.38s 2.05s 0.30 0.44
With softlocks 1.44s 2.48s 0.31 0.44
With softlocks, disc. sinks 2.02s 5.63s 0.29 0.43
Impossible 1.33s 1.57s 0.32 0.48
Application: tricky 23.49s 56.54s 0.31 0.44
mario

Prior path reachability 1.59s 3.30s 0.19 0.28
Without softlocks 7.36s 9.07s 0.20 0.29
With softlocks 14.10s 29.07s 0.21 0.31
With softlocks, disc. sinks 23.86s 32.00s 0.25 0.34
Impossible 7.64s 9.09s 0.21 0.32
Application: repair 6.92s 8.31s 0.00 0.01

Table 1: Level generation times and ranges.

Since the number of layers is fixed in advance, it is necessary to
make sure there are enough layers to correctly categorize all loca-
tions. For example, if there were not enough layers in the forward
search, there may be forward reachable locations in the level that
do not get categorized as such. Thus, the categorization constraints
include a saturation check to make sure there are enough layers.
This is done by ensuring that the last two layers are the same —
there are no additional locations to add to the categorization.

We also categorize locations in the level as sinks. Sinks are based
on hazards: locations in the level where the player loses and would
need to restart. Sinks are either hazards or locations where the
player will inevitably make progress toward a hazard and thus lose
the level. Thus, the level is effectively lost once the player enters
a sink, although it may take a number of moves to reach a hazard.
The constraint-based search for sink locations uses the layered
approach, though it is carried out differently from the forward and
backward reachability search (as described below). In this work,
for simplicity, we only consider possible hazard locations along the
sides of the level, e.g. the bottom, or all four sides. (As a note, in the
process of developing this work, we noticed that it was needed to
explicitly account for sinks when generating levels without soft-
locks; otherwise, sink locations would not be generated: since the
player could not reach the goal from them, sinks themselves would
be considered softlocks.)

A visualization of the layers used to categorize locations during
the generation of a level is shown in Figure 2.

Here we describe the reachability categorization constraint prob-
lem setup. To set up the categorization constraints, additional vari-
ables are allocated. These are primarily:
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Layer: 1 2 3 4 5 6

7 8 9 10 11 12

Level

Figure 2: Location categorization from generating a level in the driller game, where the player can move side to side and
down, but not up. This shows a visualization of the location categorization layers, used internally during constraint solving, to
generate a level. These categorizations come from variable values for each layer in the solution to the constraint satisfaction
problem. Note that the last two layers are the same due to the saturation constraint. The final generated level shows a path and
softlock area. Yellow outlines show forward reachable areas, blue outlines show backward reachable areas, pink backhatching
shows sink areas. Red arrows show a path through the level.

• Each node gets a single variable that represents if it is open.
• Each edge gets a single variable that represents if it is travers-
able.

• For each layer, each node gets a variable that represents if it is
forward reachable, a variable that represents if it is backward
reachable and variable that represents if it is a sink.

Other “auxiliary” variables may be used when setting up specific
constraints.

The basic node open and edge traversable variables are con-
strained as:

• A node is open iff the tile at its corresponding location is open.
• An edge is traversable iff the nodes that it needs to be open
are open and the nodes that it needs to be closed are not open.

Forward reachability categorization is constrained as:
• In the first layer, a node is forward reachable iff it is the start
node.

• In subsequent layers, a node is forward reachable iff: it is itself
forward reachable in the previous layer, or it has an incoming
traversable edge from a node that is forward reachable in the
previous layer.

• In the final layer, the goal node must be forward reachable.
• In the final layer, a node is forward reachable iff it is forward
reachable in the previous layer. (This is the saturation con-
straint.)

Backward reachability (which is essentially forward reachability in
reverse) is constrained as:

• In the first layer, a node is backward reachable iff it is the goal
node.

• In subsequent layers, a node is backward reachable iff: it is
itself backward reachable in the previous layer; or it has an
outgoing traversable edge to a node that is backward reachable
in the previous layer.

• In the final layer, the start node must be backward reachable.

• In the final layer, a node is backward reachable iff it is backward
reachable in the previous layer (saturation constraint).

Sinks are constrained as:

• In the first layer, a node is a sink iff it is a hazard and open.
• In subsequent layers, a node is a sink iff: it is a hazard and
open; or, it is a sink in the previous layer; or, if it has any
traversable outgoing edge, and all traversable outgoing edges
lead to sinks in the previous layer, and it is open.

• In the final layer, a node being a sink implies that it is not the
start and it is not the goal.

• In the final layer, a node is a sink iff it is a sink in the previous
layer (saturation constraint).

Note that sink categorization only needs to be included if there are
possibly any hazards in the level.

With these categorization variables, it is possible to add other
specialized constraints relating them to ensure certain level proper-
ties.

4 Generating Levels
Here we demonstrate how the constraints described above, catego-
rizing forward and backward reachability and sinks, can be used
to produce a variety of effects in levels. For each level generation
setup described, 50 levels were generated. A summary of times
for generating levels are given in Table 1. Table 1 also shows a
summary measure of the range of levels generated, where range is
based on all pairwise, per-tile differences between levels (e.g. two
identical levels would have a difference of 0, and two levels with
differing tiles at every location would have a difference of 1).

In this work we used PySAT’s [20] RC2 solver [21]. The level
images with overlays were created using level2image [8]. Generated
levels can be found on OSF at https://osf.io/yr5zb/.

All levels (other than those using path reachability, described
below) also apply these constraints to make sure there is at least

https://osf.io/yr5zb/
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Figure 3: Sample generated levels without softlocks. Yellow outlines show forward reachable areas, blue outlines show backward
reachable areas, pink backhatching shows sink areas. Red arrows show a path through the level.

Figure 4: Sample generated levels with softlocks. Yellow outlines show forward reachable areas, blue outlines show backward
reachable areas, and pink backhatching shows sink areas, and purple hatching shows softlock areas. Red arrows show a path
through the level.

one sink in the level, and that sinks are forward reachable from the
start:

• A node being a sink implies that it is forward reachable.
• There is at least one sink.

4.1 Games Used
Here we briefly describe the games used in this work and some
parameters of the generated levels. The pattern and reachability
templates used are shown in Figure 1.

driller is a custom game in which the player drills through the
ground. They can move from side to side and down, but not up, with
the driller reachability template. Tile patterns are learned from a
custom example level using the nbr-2 pattern template; tile images
from Kenney [25] were used. Generated levels are 10 × 10 with
the start and goal within 3 tiles of the top-left and bottom-right,
respectively. For completable driller levels, we apply a constraint
so that disconnected sections of the level are not generated:

• A node being open implies that it is forward reachable.

20 reachability steps were used, and the bottom side can be hazards.
slide is a custom game where the player slides on ice. They

can move up, down, left, and right, but keep moving in the same
direction until they run into a solid block. This uses the slide reach-
ability template. Tile patterns are learned from a custom example
level using the nbr-2 pattern template; tile images from Kenney
[25] were used. Generated levels are 10 × 10 with the start and
goal within 3 tiles of the top-left and bottom-right, respectively. 20
reachability steps were used, and all sides can be hazards.

mario is based on the game Super Mario Bros. It is a platforming
game where the player can run, jump, and fall. The mario reacha-
bility template, a discrete approximation of platforming movement
similar to that of [40], was used. The example level was based on
level 1-1 from the VGLC [41]. Levels for the mario game were gen-
erated in a two-pass approach: first, the underlying “functional”
level is generated using patterns learned by the ring template;
then, this functional level is used to generate the image for the level
using patterns learned by the nbr-2 template. Generated levels are
10 × 29 with the start and goal within 4 tiles of the left and right,
respectively. 25 reachability steps were used, and the bottom side
can be hazards.

4.2 Levels using Prior Path Reachability
As a point of comparison for timing, we generated levels using
Sturgeon’s previous approach of ensuring that there is a single path
through the level using the game’s reachability template. More
details can be found in [7]. This approach does not ensure that it
is not possible to get stuck somewhere. It also does not determine
forward or backward reachability or sinks, so it is not possible to
use the specialized constraints described above. However, to have
some structural similarity with other generated levels, we required
at least one of the potential hazard locations for the game (e.g. along
the sides) to be open.

4.3 Levels without Softlocks
To generate levels where it is not possible for the player to get stuck,
we also apply this specialized constraint to levels:
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Figure 5: Sample generated levels with softlocks that are disconnected from sinks. Yellow outlines show forward reachable
areas, blue outlines show backward reachable areas, and pink backhatching shows sink areas, and purple hatching shows
softlock areas. Red arrows show a path through the level.

Figure 6: Sample generated levels that are impossible to complete. Yellow outlines show forward reachable areas, blue outlines
show backward reachable areas, and pink backhatching shows sink areas, and purple hatching shows softlock areas.

• A node being forward reachable and not a sink implies that it
is backward reachable.

This ensures that every location that the player can reach from the
start, they can also reach the goal from; or, they will eventually
reach a hazard. Thus they won’t get stuck. Some sample levels are
shown in Figure 3.

4.4 Levels with Softlocks
To generate levels where it is possible for a player to get softlocked,
we apply a specialized constraint:

• There is at least one node that is forward reachable, not a sink,
and not backward reachable.

Some sample levels are shown in Figure 4.

4.5 Levels with Softlocks, Disconnected Sinks
One property of levels generated with the above softlock-creating
constraint, is that although they have an area where the player
can get stuck (in that the player cannot reach the goal), it may
be possible for the player to reach a sink (and then inevitably a
hazard), and thus lose the level. In such a case, the player may not
be considered truly stuck, as they can make progress toward some
ending of the level, even if it is losing.

Thus, we also explored requiring that softlocks be disconnected
from any sink areas, in that they cannot be neighboring. We apply
an additional specialized constraint:

• It should be possible to get softlocked (as above).

• A node being softlocked (as defined above) implies that all
outgoing edges are either not traversable or do not lead to a
sink.

Some sample levels are shown in Figure 5.

4.6 Impossible Levels
As noted in previous work, it may be interesting to generate levels
that are impossible to complete, for example, to better understand a
generator, or what level features are used to block the player from
making progress [9, 12]. Levels that are impossible to beat might
also be considered ones in which the player starts out stuck.

To generate impossible levels, we flip the final layer reachability
constraints above for both forward and backward reachability. The
forward reachability constraint is replaced with:

• In the final layer, the goal node must not be forward reachable.
and the backward reachability constraint is replaced with:

• In the final layer, the start node must not be backward reach-
able.

Note that for any impossible levels, driller does not use the above-
mentioned constraint that all open locations are forward reachable,
since there will necessarily be some open areas that are not forward
reachable. Some sample levels are shown in Figure 6.

4.7 Generation Times and Ranges
Here we summarize some general comparisons to using prior path
reachability as a baseline, before proceeding to game-specific appli-
cations.
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Figure 7: Applications in driller, where an impossible level
has a balanced amount of its tiles forward and backward
reachable; and slide, where there are a relatively large num-
ber of sinks in the level interior.

Level to be repaired

Repaired level

Figure 8: Repair application in mario. The level to be repaired
is shown on the top. Note that is is possible to get stuck in
between the pipes. The repaired level has added a block in
between the pipes, making it possible to jump out.

Compared to prior path reachability, generating levels with the
reachability categorization constraints is notably slower, though the
impact depends on the game. From Table 1, generating levels with-
out softlocks takes roughly 3–5 times longer on average, depending
on the game. Generating levels with softlocks takes roughly 3–8
times as long, and with the additional constraint that softlocks are
disconnected from sinks roughly 3–15 times as long. Generating
impossible levels takes roughly 3–5 times as long, similar to levels
without softlocks.

Looking at range, with path reachability as a baseline, the average
range of levels generated appears to increase slightly, although the
maximum range for driller decreases.

4.8 Levels with Specific Applications
To highlight the constraint-based approach’s flexibility and control-
lability, we further explored specific applications in each game.

In driller, we looked at controlling the number of forward and
backward reachable locations in an impossible level. In previous

work [9], it was possible to generate an impossible level. However,
how much of the level was reachable before the goal was blocked
was not controllable and fairly variable. With the current system, it
is possible to control the counts of reachability of tiles.We generated
levels using specialized constraints:

• The level must be impossible (as above).
• Over a quarter of the tiles must be forward reachable.
• Over a quarter of the tiles must be backward reachable.

These levels take about 4 times as long to generate, on average, as
using path reachability. An example is shown in Figure 7.

In slide, we looked at making “tricky” levels, where there are
a large number of sinks that will lead to hazards. These could
be interesting and challenging levels to play, as there are a larger
number of locations which will eventually lead to hazards, although
this may not be obvious.

• It must not be possible to get stuck in the level (as above).
• At least 8 of the tiles not along the side of the level must be
sinks.

These levels take quite a bit longer to generate, roughly 130 times
as long as using path reachability. An example is shown in Figure 7.

In mario, we look at using this approach to repair a level. The
system takes as input a level where is is possible to get stuck, and
makes minimal changes so that it is no longer possible to get stuck.

• It must not be possible to get stuck in the level (as above).
• [Soft constraint] Each tile in the generated level should have
the same “functionality” as the level to be repaired (the ap-
pearance of background tiles is not considered).

We used a level where the player can get stuck between two pipes as
the input level. Repairing this level turns out to be a bit faster than
generating a level from scratch with no softlocks. However, this
may be due to the level used requiring only one tile to be changed,
and might take longer for levels requiring more changes. The range
of levels generated is also very low, as the levels will mostly be the
same as the input level. An example is shown in Figure 8.

We also note that by omitting the constraint that it is not possible
to get stuck, and making the tile matching constraint hard, it is
possible to analyze the reachability in an existing level to e.g. find
softlocks (although, in this case it was necessary to use 30 layers).

5 Conclusion
In this work we presented a constraint-based approach to gener-
ating 2D tile-based levels without softlocks. The approach uses
constraints to categorize locations as forward reachable, backward
reachable, or sinks. Using this categorization, additional constraints
can be added that prevent softlocks. We applied the approach in
three games with different player movement. We also showed how
the location categorization can be used to create other effects in
levels, including generating levels with softlocks, generating im-
possible levels, and repairing levels. We found that this approach is
notably slower than generating levels when only ensuring there is
a path from the start to the goal.

There are several avenues for future work. Here, we only consid-
ered player movement. However, softlocks are often of interest in
games with inventory or powerup systems, such as Super Metroid,
where player movement or accessible areas can change over the
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course of gameplay. It would also be interesting to explore softlock
prevention in other genres of games that are not based on a single
player’s navigation, or in domains such as interactive fiction. Ad-
ditionally, further characterization of the prevalence of softlocks
in generated levels could help inform when approaches to prevent
them would be most useful. Specific applications, such as level
repair, could be explored more thoroughly.
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